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Abstract— Reinforcement learning policies are typically rep-
resented by black-box neural networks, which are non-
interpretable and not well-suited for safety-critical domains. To
address both of these issues, we propose constrained normaliz-
ing flow policies as interpretable and safe-by-construction policy
models. We achieve safety for reinforcement learning problems
with instantaneous safety constraints, for which we can exploit
domain knowledge by analytically constructing a normalizing
flow that ensures constraint satisfaction. The normalizing flow
corresponds to an interpretable sequence of transformations
on action samples, each ensuring alignment with respect to a
particular constraint. Our experiments reveal benefits beyond
interpretability in an easier learning objective and maintained
constraint satisfaction throughout the entire learning process.
Our approach leverages constraints over reward engineering
while offering enhanced interpretability, safety, and direct
means of providing domain knowledge to the agent without
relying on complex reward functions.

I. INTRODUCTION

The trial-and-error nature of Reinforcement Learning (RL)
algorithms and the black-box-like characteristic of mono-
lithic neural network policies results in agents that are unin-
terpretable and poorly suited for safety-critical applications,
especially those involving human participation. To account
for the safety of RL agents, constrained RL methods [1, 2,
3, 4] aim to obtain an agent that respects a set of (safety-)
constraints. However, these methods typically require access
to the transition dynamics of the environment or only obtain
an approximately safe agent in the limit, that executes
unsafe actions during training and exploration, to learn which
actions violate the constraints. Furthermore, constrained RL
methods still acquire monolithic neural network policies
that hinder verification and interpretation of the learned
behaviour, despite these being crucial requirements in safety-
critical domains and when interacting with humans. Reward
or task decomposition agents [5, 6, 7], on the other hand,
are interpretable, since their modular structure allows for
inspection and verification of separate components in the
agent.

Therefore, to jointly increase the safety and interpretability
of RL agents, we propose a modular and interpretable
policy model that respects constraints even during learning
and without requiring access to a complete model of the
environment. Our method builds on recent normalizing flow
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Fig. 1: Our interpretable normalizing flow policy. Left:
Environment, the agent should reach the star while avoiding
dangerous obstacles and walls. Middle: A single flow step
maps the initially unbounded policy distribution into the
region satisfying the constraint (magenta rectangle), action
samples are plotted in red. Right: The final policy distribu-
tion has support only over the allowed region.

policies [8, 9], where a normalizing flow model is employed
to learn a complex, multi-modal policy distribution. We show
that by exploiting domain knowledge one can analytically
construct intermediate flow steps that correspond to partic-
ular (safety-) constraints. In such a setting, the flow-based
policy is generated through an interpretable sequence of
constraint-alignment steps. This is illustrated in Fig. 1 with
only one constraint due to spatial constraints, examples with
multiple constraints can be found on subsequent pages. We
refer to this model as a constrained normalizing flow policy
(CNFP).

II. BACKGROUND

We begin by formally defining the type of constrained RL
problems we wish to solve and provide the relevant methods
underlying our proposed approach.

A. Constrained Reinforcement Learning

Reinforcement learning problems are formalized as
Markov Decision Processes (MDP)s. An MDP is a tuple
M ≡ ⟨S,A, r, ρ, γ⟩, where S and A respectively denote the
n- and m-dimensional state- and action-space, r : S×A → R
is the scalar-valued reward function, ρ : S ×A → S are the
discrete-time transition dynamics, and γ ∈ [0, 1] is a discount
factor. The goal in RL is to find a policy π : S ×A → [0, 1]
that maximizes the total expected return

J(π) = E(τ∼π)

[ ∞∑
t=0

γtr(st,at)
]
, (1)

where st ∈ S and at ∈ A and (τ ∼ π) is shorthand for
denoting trajectories τ with actions sampled from the policy
and states samples from the MDP’s transition dynamics.



Constrained RL additionally assumes a number of constraints
c1, . . . , cK that limit policy search for Eq. (1). In this paper,
we consider instantaneous constraints [1], resulting in the
constrained optimization

max
π

J(π) s.t. ck(st,at) ≤ εk ∀k ∈ {1, . . . ,K},∀t, (2)

where εk is a pre-defined threshold for the constraint function
ck : S ×A → R.

A popular approach for solving such constrained RL
problems relies on Lagrangian relaxation, which introduces
Lagrange multipliers λ to make for an approximation of the
above constrained optimization. The Lagrangian relaxation
of Eq. (2) is given by

J(π, λ) = E(τ∼π)

[ ∞∑
t=0

γtr(st,at)−
K∑
k=1

λk
(
ck(st,at)−εk)

)]
.

(3)
Optimizing the objective in Eq. 3 with dual gradient descent,
as in [10, 11], results in an agent that approximately solves
Eq. (2). Other approaches to constrained RL involve pro-
jections, that learn to map actions into the allowed set [2,
12]. These methods often require an expensive optimization
step, e.g. Pham, De Magistris, and Tachibana [12] have
to solve a quadratic problem to map each action into the
safe set. Shielding approaches [4, 13, 14] ensure that only
allowed actions are executed, however, they require access
to the transition model or modify the environment directly to
enforce constraints. Importantly, solely rejecting actions that
violate constraints does not suffice, since this would lead to
biased gradient estimates [13, 15].

In this paper, we instead exploit the following, useful
property of instantaneous constraints, namely, the fact that
they separate the per-state action space into two sub-spaces:
As
φ,k, which contains all actions that satisfy constraint k

in state s and As
ψ,k, that contains the actions that violate

constraint k in state s. We define As
φ = As

φ,1 ∩ · · · ∩ As
φ,K

as the intersection of all allowed constraint regions for state
s. Therefore, instantaneous constraints can be used to induce
a new MDP Mφ [16, 17] that uses As

φ as per-state action-
space and leaves everything else as in the original MDP
M. Theoretically, Mφ can then be optimized with regular
RL algorithms that then satisfy the constraints, even during
learning, by construction. In practice, this requires sample
access to Aφ or a mapping from A to Aφ. In this work
we consider the former approach by exploiting mapping
functions for instantaneous constraints and show how they
can be integrated into Soft Actor-Critic (SAC) (or other
policy-gradient algorithms) by means of normalizing flow
policies.

B. Soft Actor-Critic

Soft Actor-Critic [18, 19] is a model-free RL algorithm
for MDPs with continuous state and action spaces. SAC
maximizes the following maximum-entropy objective [20],
which augments Eq. (1) with the policy’s entropy H =

Ea∼π(·|s)[− log π(a | s)],

JME(π) = E(at∼π),(st∼ρ)

[ ∞∑
t=0

γtr(st,at) + αH(π(· | st)
]
,

(4)
where α balances the entropy and the reward objective. SAC
learns an on-policy critic Q-function, Qθ, with parameter θ,
by optimizing for Bellman consistency

JQ(θ) = ED

[1
2

(
Qθ(st,at)−

(
r(st,at) + γVθ̄(st+1)

))2]
,

(5)
where st,at, and st+1 are sampled from a replay buffer D,
Vθ̄ = E(at+1∼π)[Qθ̄(st+1,at+1) − α log π(at | st))] is the
maximum-entropy on-policy state-value function, and θ̄ is
a target network [21] parameter. With respect to the actor,
SAC employs an infinite-support, unimodal Gaussian with
diagonal covariance and mean given by a policy network,
πϕ, which is parameterized by ϕ. The policy network update
makes use of the reparametrization trick and backpropagates
through the critic

Jπ(ϕ) = E(st∼D)

[
E(at∼πϕ)

[
α log πϕ(at | st)−Qθ(st,at)

]]
,

(6)
to increase the likelihood of actions that have high Q-values.
To bound the action space, SAC squashes the Gaussian
action samples with the hyperbolic tangent function to obtain
the final actor distribution, which is referred to as a squashed
Gaussian distribution. The density of the squashed Gaussian
can be obtained using the change of variables formula. Given
a random variable a, its density π(a | s), and an invertible
function f , the density of the transformed random variable
a′ = f(a) is given by

π(a′ | s) = π(a | s)
∣∣∣∣det ∂f−1

∂a′

∣∣∣∣ = π(a | s)
∣∣∣∣det ∂f∂a

∣∣∣∣−1

,

(7)
where f−1 is the inverse of the transformation f . Eq. (7)
is used to obtain the policy’s log-density in Eq. (5) and (6).
Importantly, while SAC uses the hyperbolic tangent for f
to bound the action space, the change of variables formula
allows for any invertible function. This prompts the key
idea behind our method: If we can express instantaneous
constraints in terms of invertible functions on A, we can
directly transform A into Aφ on a per-state basis and learn
optimal policies directly in Mφ. In the next section, we show
how this idea can be generalized to multiple constraints and
that the resulting distribution corresponds exactly to what is
known as a normalizing flow policy.

III. CONSTRAINED NORMALIZING FLOW POLICIES

Normalizing Flows (NFs) [8] are models for variational
inference that transform a simple, initial density (e.g. Gaus-
sians) into a complex posterior distribution by applying
a sequence of learned, invertible transformations to the
original density. A degenerate, one-step NF with only one
transformation f is referred to as a flow and the resulting
density is given by Eq. (7). In this sense, unmodified SAC
applies a one-step NF to obtain the density of the squashed



Gaussian distribution, which has no parametric form. A
proper NF refers to the composition of multiple (learned)
transformations on the random variable a, with aM =
fM (fM−1(. . . f(a)), in which case Eq. (7) is successively
applied to yield the (log-) density

log π(aM | s) = log π(a | s)−
M∑
m=1

log

∣∣∣∣det ∂fm
∂am−1

∣∣∣∣ . (8)

As shown in [8] NFs are highly flexible and can approximate
complex, multi-modal posterior distributions. By viewing
the squashed Gaussian distribution in SAC as the result
of single flow step, it is intuitive to replace the squashed
Gaussian with more expressive, multi-modal NFs. When
these transformations are learned, the resulting architecture
is referred to as a normalizing flow policy [9].

Normalizing flow policies are primarily used to obtain
more expressive policy distributions, which reportedly im-
proves exploration and learning efficiency [9, 22, 23]. We
find two related works investigating constrained RL problems
with the help of flow-based policies. Brahmanage, Ling, and
Kumar [24] also focus on RL problems with instantaneous
constraints, as in Eq. (2), and propose FlowPG to learn
an invertible mapping from A to Aφ, i.e. to map any
given action into the per-state allowed sub-space. FlowPG
requires a large dataset of actions in As

φ for each state s,
which the authors propose to obtain via an expensive, initial
Hamiltonian Monte-Carlo (HMC) [25] step. Chen et al. [26]
instead focus on feasibility constraints in large, discrete
action spaces and learn an Argmax Flow [27] network
that generates samples from the feasible, categorical action
distribution. To ensure that only allowed actions are executed,
the authors include a rejection sampling step that may fail
if the feasible set is small. The key difference between
previous works on constrained flow-based policies and our
method is that we, instead of learning the M transformations
from data, propose to construct the transformation functions
analytically, considering domain knowledge and constraint
functions. We describe our approach to this in the next
section.

IV. METHOD

In this paper, we consider RL problems with instantaneous
constraints, as in Eq. (2), with the constraints defined on
the MDPs state-action space. We propose to analytically
construct functions that map into the per-state, per-constrain
allowed action subspace As

φ,k. More formally, we assume
K instantaneous constraint functions c1(s,a), . . . , cK(s,a)
with corresponding thresholds ε1, . . . , εK , which induce
As
φ,1, . . . ,As

φ,K , the per-state s, per-constrain k allowed ac-
tion sub-spaces. We now make a relatively strong, simplify-
ing assumption: We assume that all As

φ,k are convex because
it is relatively easy to find invertible transformations that map
points into the convex sets. So far, we developed functions
for mapping or squashing into hypercubes, hyperspheres,
and ellipsoids (the former could correspond to percentiles
on learned Gaussians), but we hypothesize that there are

Fig. 2: Invertible mapping functions. Exemplary constraint
regions are drawn in orange . These functions map
from the unbounded domain into the constraint region, i.e.
f( ) → . The inverse function maps from the constraint
region back to the unbounded domain, i.e. f−1( ) → = .

invertible squashing functions for more complex polytopes.
Fig. 2 illustrates these invertible squashing functions in 2D.
While the exploration of non-convex, invertible squashing
functions is out of scope for this paper, we note that multiple
simple, convex constraints can be combined to induce a
complex, overall constraint on the agent.

To provide a concrete example of our method, consider
two constraint function c1(s,a) and c2(s,a) with corre-
sponding ε1, ε2, whose convex sub-spaces are As

φ,1 and As
φ,2

in each state s, and the corresponding invertible functions
f s
1 and f s

2 that respectively map points into As
φ,1 and

As
φ,2. By assuming that f s

1 and f s
2 are known (or can be

constructed), we can directly use these functions to construct
an interpretable, constrained NF policy by inserting them into
Eq. (8). The resulting NF policy will sequentially map the
initially unbounded action-space into the sub-space allowed
by the constraints, such that the final distribution only has
support over As

φ,1 ∩ As
φ,2, the intersection of all constraint

subsets. This is the core idea behind our method, which is
applicable to instantaneous constraints for which we know
or can analytically construct the mapping functions. The
consequences of this modelling can be seen in Fig. 3.
As shown, depending on the state and the constraint, the
squashing functions are restrictive or largely permissive.
The final policy distribution is obtained in an interpretable
manner since each transformation in the normalizing flow
aligns the policy with respect to one of the constraints. This
approach can trivially be extended to K > 2 constraints,
since simply the range of the summation in Eq. 8 increases
from 2 to K.

Note, that the order in which we apply our transformations
matters since the mapping functions are or can be non-linear,
meaning we have f s

1 (f
s
2 (a)) ̸= f s

2 (f
s
1 (a)). The normaliz-

ing flow generally maps into the intersection of As
φ,1 and

As
φ,2, however, the resulting distribution can look different,

depending on the order of transformations. This can be used
to impose a notion of priority on the constraints: For each
constraint l and the corresponding transformation fl that
comes before k in the flow sequence, the intermediate As

φ,l

will be mapped into As
φ,k by the subsequent transformation



Fig. 3: Two normalizing flows. Top: Permissive constraints,
no obstacles are in close proximity and the battery is fully
charged. Bottom: Restrictive constraints, the agent is close
to an obstacle and its battery is almost empty. The green
rectangle indicates a charging station.

fk which may not overlap with As
φ,l. This is a desirable

property because it ensures that even if constraints are
incompatible, i.e. when As

φ,1 ∩ As
φ,2 = ∅, our NF policy

will always map into the sub-space of the higher-priority
constraint, whose transformation is applied after that of the
lower-priority constraints.

The concrete steps of our method can be summarized as
follows: Given an RL problem with a set of instantaneous,
convex constraints c1(s,a) ≤ ε1, . . . , cK(s,a) ≤ εK , find
the corresponding invertible functions f1, . . . , fK that map
into Aφ,1, . . .Aφ,K . Next, order the constraints by domain-
specific priority, e.g. c1 ≻ · · · ≻ cK . Insert the constraint
mapping function into Eq. (8), such that the lowest-priority
constraint transformation fK is applied first and the highest
priority constraint transformation, f1 is applied last. Use the
resulting normalizing flow to compute the log-density of the
constrained NF policy, e.g. in Eq. (5) and Eq. (6) for SAC
or other policy-gradient algorithms. In the next section, we
demonstrate this approach in a simplistic 2D environment as
proof-of-concept.

V. EXPERIMENTS

A. Environment

We empirically validate our method on a constrained 2D
point navigation problem, where the agent has to reach a
target coordinate while constrained to avoiding obstacles
and keeping the battery charge above 20%. At each step,
the battery depletes by 1% but can be charged by visiting
a charging station, with one charging station placed at
each side of the rectangular environment. The outside walls
as well as a centrally-placed rectangle provide the static
obstacles the agent should avoid colliding with. The central
obstacle ensures that the direct path to the goal is obstructed,
such that an unconstrained agent will inquire high constraint
violations. The observation vector is in R5 and corresponds
to the agent’s current 2D coordinate, the current battery
level, and the 2D goal coordinate. Actions correspond to
translations in the 2D plane. The reward function is dense
and corresponds to the negative Euclidean distance between

the agent and the target coordinate, encouraging the agent to
greedily navigate towards the goal. When the agent reaches
the goal, a bonus of 10 reward is provided and a new goal
position is randomly sampled. There are no terminal states,
however, episodes are truncated and the environment resets
after 100 steps. The constraints are modelled as indicator
functions. The constraint for obstacle avoidance, IO(s,a)
maps to one if executing a in s would lead to a collision
with an obstacle. The constraint function for the battery level,
IB(s,a) maps to one if executing a in s leads to the bat-
tery falling beneath the 20% threshold. Both corresponding
constraint thresholds, εO, εB are set to 0.

B. Methods

For our constrained normalizing flow policy (CNFP), we
analytically construct the invertible functions f s

B , f
s
O for

mapping into As
φ,B and As

φ,O, i.e., the per-state action-
subspaces that keep the battery and obstacle-avoidance con-
straints satisfied. Due to the rectangular layout of the environ-
ment we model f s

O, the function for mapping into As
φ,O, with

the rectangle squashing function (right side of Fig. 2). The
dimensions of the rectangular constraint region are inferred
from the environment and the agent’s current position, just
like IO(s,a) itself. If the agent is sufficiently far from all
obstacles, this constraint simply bounds the action space to
[−1, 1], however, in closer proximity to the obstacle, the
bound becomes tighter and excludes those actions that would
lead to collisions. The battery constraint mapping function
f s
B is modelled with the circular squashing function (left

side of Fig. 2). If the battery level is sufficiently high,
the circle is zero-centred and has a large radius. As the
battery level decreases, the radius becomes smaller and the
circle is placed at the closest charging station. Thus, if the
battery level is low, the agent is automatically “pulled” to the
closest charging station. We define the priority order of these
constraints as IO ≻ IB , meaning avoiding obstacles is as-
signed higher priority than keeping the battery fully charged.
Our constrained normalizing flow policy thus corresponds to
a′ = f s

O(f
s
B(a ∼ π(· | s))).

In addition to our CNFP agent, we include the following
baselines. Firstly, we include an unconstrained SAC agent
that maximizes the reward function while disregarding the
constraints entirely. This agent provides a baseline for con-
straint violations caused when optimizing only the reward.
Next, we include a SAC agent where constraint violations
are punished via the reward function. For this agent, we
modify the dense reward function to yield a large negative
penalty, −100, whenever at least one of the two constraints
is violated. Behaving optimal with respect to this reward
function is equivalent to solving the task while respecting
the constraints. Lastly, we include a Sac-Lagrangian agent
that optimizes Eq. 3, as described in [10, 11].

C. Results

Our main result is shown in Fig. 4, with two main insights.
Firstly, our CNFP agent learns to solve the goal-navigation
task optimally within only a few episodes, as can be seen



Fig. 4: Baseline comparison in a constrained 2D point navigation environment. Left: Our agent (CNFP) learns the task as
quickly as the unconstrained agent since it optimizes the same, smooth and dense reward function while benefiting from
a reduced search space. Right: Unlike other baselines, our agent maintains quasi-perfect constraint satisfaction throughout
learning. The experiment was repeated three times with varying random seeds, the shaded area corresponds to one standard
deviation around the mean.

on the left side in Fig. 4. This can be explained by two
observations. On the one hand, CNFP optimizes the same
smooth and dense reward function as the unconstrained
baseline agent, which makes learning easy. This is not the
case for the reward penalty or Lagrangian agents. Although
the Lagrangian agent also optimizes the same smooth and
dense reward function as the unconstrained baseline and
CNFP, it also has to consider the constraint violations in the
actor objective, which results in a harder objective for policy
search. As a consequence, the Lagrangian agent converges
only slowly to near-optimal performance. For the reward
penalty agent, the reward function is still dense but it is not
smooth since it is dominated by the large penalties raised due
to constraint violations. This makes learning the task harder.
The reward penalty agent did therefore only learn to avoid
constraint-violating actions, but did not converge to an opti-
mal level of performance within the number of episodes of
this experiment. The quick convergence of our CNFP agent
to an optimal level of task return can further be explained
by a reduced search space. The behaviors accounting for the
obstacle avoidance and battery-level constraints do not have
to be learned, since we can exploit domain knowledge to
encode them into the agent via the transformation functions
f s
O and f s

B . No matter where the policy network places the
initial Gaussian N (µϕ,Σϕ) and which action is sampled, if
the agent is close to an obstacle, the sampled action (and
corresponding density) will be transformed by f s

O in such
a way that a collision is no longer possible (e.g. Fig. 1 and
Fig 3). The same is true for the battery constraint. Therefore,
our agent’s learning objective is solely the maximization of
task return, while the constraints are satisfied by construction
of the constrained normalizing flow policy and do not require
any plasticity in the policy network.

The second insight is that, as can be seen on the right
side of Fig. 4, our CNFP agent maintains quasi-perfect
constraint satisfaction throughout the entirety of training.
This is expected, since correct mapping functions f s

O and

f s
B should never allow constraint-violating actions to be ex-

ecuted. As revealed through the unconstrained agent, solving
the task optimally without accounting for constraints results
in many constraint-violating actions. Both the reward penalty
and the Lagrangian agent drastically decrease the number
of constraint violations throughout training, however, both
inquire a high number of violations at the beginning of
training. At the same time, for these agents, the reduc-
tion in constraint violations comes at a cost: The reward
penalty agent learns overly pessimistic behaviour which
indeed results in few violations, however, at the cost of
drastic performance degradation in terms of task return. The
Lagrangian agent converges to a similar level of constraint
violation as the reward penalty agent while achieving better
task return, although only reaching near-optimal performance
at the very end of training. Thus, to summarize the results
so far, our CNFP agent is the only one to maintain perfect
constraint satisfaction through training while achieving task
return levels as quickly as and on par with an unconstrained,
optimal agent.

Lastly, we want to highlight again the interpretable nature
of our model. Unlike all other baselines that learn a single,
monolithic policy, our CNFP policy is interpretable, since
each step in the normalizing flow can be visualized and
used to explain the agent’s behaviour. While the initial,
unbounded policy distribution is still obtained from a black-
box neural network, it can be explained how this distribution
is transformed to ensure that the agent respects the given
constraints. This can reveal flaws in the construction of the
constraint mapping functions, i.e. it can be seen when a
mapping function is to permissive and allows the execution
of unsafe actions. It can therefore be explained how an
unsafe action in particular state must be transformed to
ensure alignment w.r.t each constraint. This is not the case
for our baseline methods that learn monolithic policies with
constraints simply moved into the learning objective.



VI. CONCLUSION AND FUTURE WORK

In this paper, we have shown how normalizing flows
can be used to obtain interpretable policies for constrained
reinforcement learning problems. Our experiments revealed a
favourable comparison against baselines with respect to task
return and constraint violations, with additional benefits in
and beyond interpretability: The action-space transformation
functions, which constitute the normalizing flow, make for a
form of knowledge transfer by encoding desired behaviour in
terms of constraints on the action space. Then, the constraints
do not have to be considered in the reward function and value
estimates, which leaves a simple optimization objective that
can be learned quickly. As the most important future work,
we see the development of non-convex transformation func-
tions, to broaden the applicability of our approach to more
complex scenarios, as well as the integration of learnable
mapping functions for complex constraints. In this context,
it might be worthwhile to explore differentiable constraint
functions, as in [13], which are susceptible to learning with
normalizing flows.
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